**[Урок 169. OpenGL. Шейдеры](http://startandroid.ru/ru/uroki/vse-uroki-spiskom/398-urok-169-opengl-shejdery.html)**

В этом уроке:

- создаем шейдеры  
- рисуем треугольник

Исходники уроков доступны на [гитхабе](https://github.com/startandroid/lessons_opengl" \t "_blank).

На прошлом уроке мы создали простейший проект, в котором просто закрасили surface в зеленый цвет. При этом мы работали на совсем верхнем уровне и даже не коснулись основного OpenGL механизма, т.е. шейдеров.

Шейдеры – это программы, написанные на языке GLSL. В 3D графике все изображение строится из графических примитивов: точек, линий, треугольников. Чтобы нарисовать примитив, графический процессор должен знать координаты его вершин и цвет заливки для каждой точки. Именно эту информацию и предоставляют ему шейдеры. И, соответственно, существует два типа шейдеров:   
- вершинные, которые оперируют вершинами графических примитивов.   
- фрагментные, отвечают за цвет каждой точки графических примитивов

Т.е. если мы рисуем, например, треугольник, то окончательные координаты его вершин будут определены в вершинном шейдере. Этот шейдер будет вызван один раз для каждой вершины.

А цвет каждой точки треугольника будет определен в фрагментном шейдере. Этот шейдер будет вызван для каждой точки треугольника.

От нас требуется создать эти шейдеры и передать в них данные из нашего приложения. В этом уроке мы создадим вершинный и фрагментный шейдеры и нарисуем с их помощью треугольник.

Для создания приложения можно взять проект с прошлого урока или создать его копию.

В папке res создадим папку raw и в ней создадим файл: **vertex\_shader.glsl**:
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|  |
| --- |
| attribute vec4 a\_Position;    void main()  {      gl\_Position = a\_Position;  } |

Это вершинный шейдер. Синтаксис похож на C или java. Разберем, что есть в этом шейдере.

Метод **main** – основной метод шейдера, который будет вызван системой.

Атрибут **a\_Position** с типом vec4 – это вектор из 4 float значений. Этот атрибут может хранить в себе трехмерные координаты вершины графического примитива. Но кроме трех координат вершины (x,y,z) нам в дальнейшем понадобится еще одно значение, поэтому для передачи данных о вершинах используется vec4, а не vec3. Данные в этот атрибут мы будем передавать из нашего приложения.

Т.к. мы собрались рисовать треугольник, то мы будем передавать данные о трех вершинах. И для каждой из них будет выполнен этот шейдер, и в a\_Position будут данные о текущей вершине.

Переменная **gl\_Position** – это специальная переменная, в которую мы должны поместить данные о положении вершины. Т.е. эта переменная и есть результат работы вершинного шейдера. Эти данные далее будут использованы графическим процессором для определения положения вершин.

В нашем шейдере мы просто передаем значение из a\_Position в gl\_Position. Т.е. этот шейдер совсем простой и никак не влияет на входные данные (a\_Position), а только транслирует их дальше (gl\_Position).

С вершинами разобрались. Теперь в res\raw создаем файл фрагментного шейдера.

**fragment\_shader.glsl**:
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|  |
| --- |
| precision mediump float;    uniform vec4 u\_Color;    void main()  {      gl\_FragColor = u\_Color;  } |

Первая строка устанавливает точность вычислений для float значений. Всего есть три режима: lowp, mediump, highp. Из названий понятна их точность. Но, разумеется, чем выше точность, тем ниже производительность.

Для работы с цветом вполне достаточно точности mediump. Поэтому используем ее в нашем шейдере. В вершинном шейдере мы точность не указывали, там уже по дефолту используется highp, т.к. для расчета вершин нужна высокая точность.

Метод **main** является основным, аналогично, как и в вершинном шейдере.

Переменная **u\_Color** будет содержать в себе цвет. Она также имеет тип vec4, это вполне подходит под 4 компонента цвета RGBA. Значение в эту переменную мы будем задавать в нашем приложении. Слово **uniform** перед ней означает, что это значение будет всегда одинаково для всех фрагментов (точек), которые будут обработаны этим фрагментным шейдером.

Переменная **gl\_FragColor** – это специальная переменная шейдера, в которую мы должны поместить значение цвета для текущего фрагмента. Напомню, что для каждой точки (фрагмента) треугольника система вызовет этот фрагментный шейдер, и шейдер должен (в gl\_FragColor) вернуть значение цвета, которое система использует для рисования точки.

В gl\_FragColor мы просто помещаем значение u\_Color. Т.е. фрагментный шейдер, так же, как и вершинный очень простой и транслирует данные дальше без всяких изменений.

Шейдеры готовы. Теперь наше приложение должно сделать кучу вещей, чтобы эти шейдеры заработали:

- прочитать шейдеры из файлов и скомпилировать их   
- создать из шейдеров программу  
- найти в программе входящие параметры и передать туда данные

Создаем классы.

**FileUtils.java**:
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|  |
| --- |
| import android.content.Context;  import android.content.res.Resources;    import java.io.BufferedReader;  import java.io.IOException;  import java.io.InputStream;  import java.io.InputStreamReader;    public class FileUtils {        public static String readTextFromRaw(Context context, int resourceId) {          StringBuilder stringBuilder = new StringBuilder();          try {              BufferedReader bufferedReader = null;              try {                  InputStream inputStream =                          context.getResources().openRawResource(resourceId);                  bufferedReader = new BufferedReader(new InputStreamReader(inputStream));                  String line;                  while ((line = bufferedReader.readLine()) != null) {                      stringBuilder.append(line);                      stringBuilder.append("\r\n");                  }              } finally {                  if (bufferedReader != null) {                      bufferedReader.close();                  }              }          } catch (IOException ioex) {              ioex.printStackTrace();          } catch (Resources.NotFoundException nfex) {              nfex.printStackTrace();          }          return stringBuilder.toString();      }  } |

В этом классе только один метод **readTextFromRaw**, который по id прочтет raw-ресурс и вернет его содержимое в виде строки. Т.е. он будет читать содержимое файлов-шейдеров и возвращать нам это содержимое в текстовом виде.

Следующий класс – **ShaderUtils.java**:
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|  |
| --- |
| import android.content.Context;    import static android.opengl.GLES20.GL\_COMPILE\_STATUS;  import static android.opengl.GLES20.GL\_LINK\_STATUS;  import static android.opengl.GLES20.glAttachShader;  import static android.opengl.GLES20.glCompileShader;  import static android.opengl.GLES20.glCreateProgram;  import static android.opengl.GLES20.glCreateShader;  import static android.opengl.GLES20.glDeleteProgram;  import static android.opengl.GLES20.glDeleteShader;  import static android.opengl.GLES20.glGetProgramiv;  import static android.opengl.GLES20.glGetShaderiv;  import static android.opengl.GLES20.glLinkProgram;  import static android.opengl.GLES20.glShaderSource;      public class ShaderUtils {        public static int createProgram(int vertexShaderId, int fragmentShaderId) {            final int programId = glCreateProgram();          if (programId == 0) {              return 0;          }            glAttachShader(programId, vertexShaderId);          glAttachShader(programId, fragmentShaderId);            glLinkProgram(programId);          final int[] linkStatus = new int[1];          glGetProgramiv(programId, GL\_LINK\_STATUS, linkStatus, 0);          if (linkStatus[0] == 0) {              glDeleteProgram(programId);              return 0;          }          return programId;        }        static int createShader(Context context, int type, int shaderRawId) {          String shaderText = FileUtils                  .readTextFromRaw(context, shaderRawId);          return ShaderUtils.createShader(type, shaderText);      }        static int createShader(int type, String shaderText) {          final int shaderId = glCreateShader(type);          if (shaderId == 0) {              return 0;          }          glShaderSource(shaderId, shaderText);          glCompileShader(shaderId);          final int[] compileStatus = new int[1];          glGetShaderiv(shaderId, GL\_COMPILE\_STATUS, compileStatus, 0);          if (compileStatus[0] == 0) {              glDeleteShader(shaderId);              return 0;          }          return shaderId;      }    } |

Здесь содержатся все методы по компиляции шейдеров и созданию из них программы. В принципе, пока можно не вникать в работу этого класса. Мы создаем его один раз и он не будет изменяться на протяжении нескольких уроков. Здесь не будет ни вершин, ни координат, ни цветов, ни вычислений. Мы просто вынесли в этот класс всю логику по подготовке шейдеров к использованию в нашем приложении. Так что пока можете просмотреть его поверхностно.

Начнем с методов createShader.

*int createShader(int type, Context context, int shaderRawId)*

Принимает на вход контекст, тип шейдера и id raw-ресурса. Читает содержимое (исходник) шейдера в строку и вызывает вторую версию метода

*int createShader(int type, String shaderText)*

Этот метод принимает на вход тип шейдера и его содержимое в виде строки, и далее вызывает кучу OpenGL методов по созданию и компиляции шейдера:

**glCreateShader** – создает пустой объект шейдера и возвращает его id в переменную **shaderId**. На вход принимает тип шейдера: GL\_VERTEX\_SHADER (вершинный) или GL\_FRAGMENT\_SHADER (фрагментный).  Вернет 0 если по каким-то причинам шейдер создать не удалось.

**glShaderSource** – берет исходник шейдера из строки и ассоциирует его с шейдером shaderId.

**glCompileShader** – компилирует шейдер shaderId

**glGetShaderiv** – позволяет получить статус компиляции (GL\_COMPILE\_STATUS) шейдера shaderId. Метод поместит статус в массив compileStatus, в элемент с индексом 0. Если компиляция прошла успешно, то статус будет равен 1 (GL\_TRUE), иначе – 0 (GL\_FALSE).

Далее мы проверяем, если компиляция не удалась, т.е. если compileStatus[0] == 0, то удаляем объект шейдера методом **glDeleteShader** и возвращаем 0.

Если же все ок, то возвращаем shaderId. Т.е. шейдер готов и у нас есть его id.

Метод

*int createProgram(Context context, int vertexShaderRawId, int fragmentShaderRawId)*

создает программу. **Программа** – это просто пара шейдеров: вершинный + фрагментный. Эта пара шейдеров должна работать в связке, т.к. первый отвечает за вершины, а второй за цвета, и ни один из них по одиночке не даст нам итоговой картинки. Поэтому их объединяют в программу.

Метод принимает на вход id вершинного и фрагментного шейдеров.

**glCreateProgram** – создает пустую программу и возвращает ее id в переменную **programId**. Если вместо id получаем 0, значит что-то пошло не так, возвращаем 0 вместо id программы.

Далее мы методом **glAttachShader** аттачим шейдеры к программе. Т.е. говорим системе, что шейдеры **vertexShaderId** и **fragmentShaderId** будут частями программы programId.

**glLinkProgram** – формирует программу из приаттаченных шейдеров.

**glGetProgramiv** – позволяет проверить статус формирования программы. Тут все аналогично шейдерному методу glGetShaderiv. Если что-то пошло не так, то удаляем программу методом **glDeleteProgram**.

Если все ок, то возвращаем programId. Т.е. программа готова и у нас есть ее id.

Класс **OpenGLRenderer.java**. На прошлом уроке мы его уже создавали, но в нем будут серьезные изменения, поэтому привожу здесь весь код
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|  |
| --- |
| import android.content.Context;  import android.opengl.GLSurfaceView.Renderer;    import java.nio.ByteBuffer;  import java.nio.ByteOrder;  import java.nio.FloatBuffer;    import javax.microedition.khronos.egl.EGLConfig;  import javax.microedition.khronos.opengles.GL10;    import static android.opengl.GLES20.GL\_COLOR\_BUFFER\_BIT;  import static android.opengl.GLES20.GL\_FLOAT;  import static android.opengl.GLES20.GL\_FRAGMENT\_SHADER;  import static android.opengl.GLES20.GL\_TRIANGLES;  import static android.opengl.GLES20.GL\_VERTEX\_SHADER;  import static android.opengl.GLES20.glClear;  import static android.opengl.GLES20.glClearColor;  import static android.opengl.GLES20.glDrawArrays;  import static android.opengl.GLES20.glEnableVertexAttribArray;  import static android.opengl.GLES20.glGetAttribLocation;  import static android.opengl.GLES20.glGetUniformLocation;  import static android.opengl.GLES20.glUniform4f;  import static android.opengl.GLES20.glUseProgram;  import static android.opengl.GLES20.glVertexAttribPointer;  import static android.opengl.GLES20.glViewport;    public class OpenGLRenderer implements Renderer {        private Context context;        private int programId;        private FloatBuffer vertexData;      private int uColorLocation;      private int aPositionLocation;        public OpenGLRenderer(Context context) {          this.context = context;          prepareData();      }        @Override      public void onSurfaceCreated(GL10 arg0, EGLConfig arg1) {          glClearColor(0f, 0f, 0f, 1f);          int vertexShaderId = ShaderUtils.createShader(context, GL\_VERTEX\_SHADER, R.raw.vertex\_shader);          int fragmentShaderId = ShaderUtils.createShader(context, GL\_FRAGMENT\_SHADER, R.raw.fragment\_shader);          programId = ShaderUtils.createProgram(vertexShaderId, fragmentShaderId);          glUseProgram(programId);          bindData();      }        @Override      public void onSurfaceChanged(GL10 arg0, int width, int height) {          glViewport(0, 0, width, height);      }        private void prepareData() {          float[] vertices = {                  -0.5f, -0.2f,                  0.0f, 0.2f,                  0.5f, -0.2f,          };            vertexData = ByteBuffer                  .allocateDirect(vertices.length \* 4)                  .order(ByteOrder.nativeOrder())                  .asFloatBuffer();          vertexData.put(vertices);      }        private void bindData(){          uColorLocation = glGetUniformLocation(programId, "u\_Color");          glUniform4f(uColorLocation, 0.0f, 0.0f, 1.0f, 1.0f);            aPositionLocation = glGetAttribLocation(programId, "a\_Position");          vertexData.position(0);          glVertexAttribPointer(aPositionLocation, 2, GL\_FLOAT,                  false, 0, vertexData);          glEnableVertexAttribArray(aPositionLocation);      }        @Override      public void onDrawFrame(GL10 arg0) {          glClear(GL\_COLOR\_BUFFER\_BIT);          glDrawArrays(GL\_TRIANGLES, 0, 3);      }    } |

В конструкторе вызываем метод prepareData, в котором будут подготовлены данные для передачи в шейдеры.

В **onSurfaceCreated** ставим черным дефолтный цвет очистки. Затем, методами класса ShaderUtils создаем шейдеры, получаем их id: vertexShaderId (вершинный) и fragmentShaderId (фрагментный), создаем из них программу programId, и методом **glUseProgram** сообщаем системе, что эту программу надо использовать для построения изображения. Далее, методом bindData передаем данные в шейдеры.

Метод **onSurfaceChanged** без изменений, задаем область рисования на всю поверхность surface-компонента.

Теперь самое интересное.

Метод **prepareData**. В этом методе мы подготавливаем данные для передачи их в шейдеры. СНачала создаем массив из 6-ти элементов. Я в коде разделил эти 6 элементов на три строки для наглядности, т.к. на самом деле это координаты трех точек: (-0.5, -0.2), (0, 0.2) и (0.5, -0.2). Эти три точки – вершины треугольника, который мы собираемся нарисовать. Почему такие маленькие значения? Особенно по сравнению с канвой, где мы использовали координаты от 0 до 1000. Потому что OpenGL свою область рисования (т.е. экран) приведет к диапазону [-1, 1] по ширине и высоте.
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И мы учитываем это при рисовании треугольника

![http://startandroid.ru/images/stories/lessons/L0169/L0169_020.png](data:image/png;base64,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)

Далее нам придется сконвертить float[] массив в буфер **FloatBuffer**, т.к. это необходимо для передачи данных в шейдеры.

Методом **allocateDirect** выделяем память под буфер. Т.к. вершины в массиве у нас в формате float, а размер float равен 4 байта, то нам необходимо байт памяти: 4 \* кол-во вершин.

Метод **order** задает порядок байтов. Если кто хочет вникнуть в тему – вам [сюда](https://ru.wikipedia.org/wiki/%D0%9F%D0%BE%D1%80%D1%8F%D0%B4%D0%BE%D0%BA_%D0%B1%D0%B0%D0%B9%D1%82%D0%BE%D0%B2). Но пока что это для нас не имеет значения и мы укажем здесь ByteOrder.nativeOrder() – системный дефолтный порядок.

Метод **asFloatBuffer** возвращает нам созданный буфер байтов, как FloatBuffer.

Методом **put** передаем ему данные о вершинах из массива vertices.

Метод **bindData**. Здесь мы будем передавать данные в шейдер.

Методом **glGetUniformLocation** мы в переменную uColorLocation получаем положение в шейдере нашей uniform переменной u\_Color (см. код фрагментного шейдера fragment\_shader.glsl).

Методом **glUniform4f** передаем в uColorLocation 4 float значения, которые являются RGBA компонентами синего цвета (0,0,1,1). Эти данные пойдут в шейдер в переменную u\_Color.

Аналогично, методом **glGetAttribLocation** в переменную aPositionLocation получаем положение attribute переменной a\_Position (см. код вершинного шейдера vertex\_shader.glsl).

Методом **position** сообщаем системе, что данные из vertexData надо будет читать начиная с элемента с индексом 0, т.е. с самого начала.

Методом **glVertexAttribPointer** мы сообщаем системе, что шейдеру для своего атрибута a\_Position необходимо читать данные из массива vertexData. А параметры этого метода позволяют подробно задать правила чтения. Рассмотрим какие параметры идут на вход этому методу

*void glVertexAttribPointer (int indx, int size, int type, boolean normalized, int stride, int offset)*

**int indx** – переменная указывающая на положение атрибута в шейдере. Тут все понятно, используем ранее полученную aPositionLocation, которая знает где сидит a\_Position.

**int size** – указывает системе, сколько элементов буфера vertexData брать для заполнения атрибута a\_Position.

**int type** – передаем GL\_FLOAT, т.к. у нас float значения

**boolean normalized** – этот флаг нам пока неактуален, ставим false

**int stride** – используется при передаче более чем одного атрибута в массиве. Мы пока передаем данные только для одного атрибута, поэтому пока ставим 0. Но в последующих уроках мы еще используем этот параметр.

**Buffer ptr** – буффер с данными, т.е. vertexData.

Остановимся подробнее на параметре **size**. Если вы помните, a\_Position у нас имеет тип vec4. Т.е. он состоит из 4 float значений. И по идее, если мы хотим нарисовать три точки, мы должны послать 3\*4 = 12 значений, чтобы вершинный шейдер вызвался три раза и атрибут был заполнен на все 4 значения.

Т.е. если мы посылаем например такой массив [v1, v2, v3, v4, v5, v6, v7, v8, v9, v10, v11, v12] и укажем size = 4, то система будет брать каждые 4 значения, писать их в атрибут и запускать вершинный шейдер. Т.к. мы будем рисовать три вершины (мы это еще укажем чуть позднее), то шейдер отработает три раза и значение a\_Position у него при этих запусках будут следующие:

Первый запуск: v1, v2, v3, v4  
Второй запуск: v5, v6, v7, v8  
Третий запуск: v9, v10, v11, v12

Но мы посылаем всего 6 значений (например v1, v2, v3, v4, v5, v6) и сообщаем системе, что для заполнения атрибута ей необходимо брать только 2 значения. Т.е. система будет брать каждые два значения, писать их в атрибут и запускать вершинный шейдер. В итоге шейдер будет иметь следующие значения a\_Position:

Первый запуск: v1, v2, 0, 1  
Второй запуск: v3, v4, 0, 1  
Третий запуск: v5, v6, 0 ,1

Первые два элемента атрибута система возьмет из массива, а в третий и четвертый мы ей ничего не дали, поэтому она поставит дефолтные значения. Дефолтные значения для vec4 таковы (0,0,0,1).

Все, данные в шейдер мы передали. И напоследок нам необходимо включить атрибут aPositionLocation методом **glEnableVertexAttribArray**.

В методе **onDrawFrame** мы очищаем экран дефолтным цветом и методом **glDrawArrays** просим систему нарисовать нам треугольник. На вход этому методу идут параметры:

**int mode** – здесь мы указываем какой тип графических примитивов хотим рисовать. В нашем случае это треугольник: GL\_TRIANGLES.

**int first** – указываем, что брать вершины из массива вершин надо начиная с элемента с индексом 0, т.е. с первого элемента массива

**int count** – кол-во вершин которое необходимо использовать для рисования. Указываем 3, т.к. для треугольника необходимы три вершины. И в массиве мы передавали данные для трех вершин.

Код для класса MainActivity.java можно взять с прошлого урока, только надо будет чуть поменять строку:

[?](http://startandroid.ru/ru/uroki/vse-uroki-spiskom/398-urok-169-opengl-shejdery.html)

|  |
| --- |
| glSurfaceView.setRenderer(new OpenGLRenderer(this)); |

т.к. мы добавили Context в конструктор рендера.

Приложение готово. Все это мы накодили, чтобы просто нарисовать синий треугольник на черном фоне… )

Запускаем приложение

![http://startandroid.ru/images/stories/lessons/L0169/L0169_030.png](data:image/png;base64,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)

Синий треугольник - ОК

Очень много инфы получилось для одного урока, но меньше уже никак было не разбить. Если что-то непонятно, не унывайте, это норма. В следующих уроках будем рисовать разные графические примитивы, добавим передачу цвета, используем текстуры, и вся эта система передачи данных в шейдеры станет гораздо понятнее.